ДНІПРОВСЬКИЙ НАЦІОНАЛЬНИЙ УНІВЕРСИТЕТ ІМЕНІ ОЛЕСЯ ГОНЧАРА

ФАКУЛЬТЕТ ПРИКЛАДНОЇ МАТЕМАТИКИ

КАФЕДРА ОБЧИСЛЮВАЛЬНОЇ МАТЕМАТИКИ ТА МАТЕМАТИЧНОЇ КІБЕРНЕТИКИ

ЗВІТ ПРО ВИКОНАННЯ ЛАБОРАТОРНОЇ РОБОТИ № 2

З дисципліни «Сучасні середовища програмування»

Перший (бакалаврський) рівень вищої освіти

Спеціальність 124 Системний аналіз

Освітня програма  Комп’ютерне моделювання

  та технології програмування

Виконавець:

Студент групи ПС–21–1

Кравченко Юлія

Варіант № 4

Дніпро

2023

1. Постановка завдання

Застосувати патерн Компонувальник (Composite) для задачі обчислення похідної довільної складеної функції. Використати дані табл.1(я обрала за приклад функцію №2)

Варіант індивідуального завдання 4:
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1. Опис логічної структури Java-програми.

Даний код містить наступні класи:

Інтерфейс Function визначає метод calculate(double x), який повертає подвійне значення для заданого вхідного значення x, і інший метод derivative(), який повертає похідну функції як інший об’єкт Function.

Клас Variable представляє змінну в математичному виразі.

Клас Const представляє постійне значення.

Класи Sum, Difference, Product і Fraction представляють арифметичні операції між двома об’єктами Function.

Класи Ln, Log, Exp, Sin, Cos, Tan, Cot, Sec і Csc представляють різні математичні функції.

Клас Abs представляє функцію абсолютного значення.

Клас Negation представляє заперечення функції.

Клас Power представляє функцію степеня.

Клас Composite — це абстрактний клас, який надає список об’єктів Function і спосіб додавання нових об’єктів Function до списку.

Об’єкти Function у списку можна використовувати для створення складених функцій.

Клас Main демонструє використання різних класів шляхом створення двох об’єктів Function f1 і f2, обчислення їхніх значень і похідних і друку результатів на консолі.

У наданому коді використовується кілька шаблонів проектування:

1. Composite pattern - клас Composite є абстрактним класом, що представляє набір функцій, які можна комбінувати для створення більш складних функцій. Інтерфейс функції та його конкретні реалізації, такі як сума, різниця, добуток і частка, реалізують цей шаблон.
2. Шаблон декоратора – класи Abs, Cos, Ln і Negation реалізують шаблон декоратора. Вони обертаються навколо іншого об’єкта Function і надають додаткові функції, такі як обчислення абсолютного значення, косинуса, натурального логарифма та заперечення виходу функції.
3. Шаблон фабричного методу – клас Variable надає фабричний метод, який створює власні екземпляри на основі заданого параметра рядка. Це дозволяє клієнтському коду створювати екземпляри об’єктів Variable без необхідності знати подробиці його реалізації.
4. Шаблон ланцюга відповідальності – метод derivative() кожної конкретної реалізації функції відповідає за обчислення похідної цієї функції. Ланцюг відповідальності формується шляхом виклику методу derivative() для підвиразів функції, що дозволяє рекурсивно обчислювати похідну всієї функції.
5. Патерн стратегії – клас Power дозволяє експоненті степеневої функції бути будь-яким об’єктом Function, а не лише постійним значенням. Це забезпечує більшу гнучкість у визначенні математичних виразів, оскільки експонента може бути будь-яким дійсним виразом, а не лише постійним значенням.

3.Результати виконання:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANQAAACLCAYAAAAZBrc6AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABkBSURBVHhe7Z0J1FXTF8CP6W8ooUwhZG6gQYXKkCGSQrFkCgsZU4RFUlJICInSakLKkGQqM5USZShDxowZSmVKIn3/73e+u+t8t3vfu++9+4bve/u31l333XOHd9+7Z5+9zz7n7r1eSSlGUZRYWN9bK4oSAypQihIjKlCKEiMqUIoSIypQihIjKlCKEiMqUIoSIypQihIjKlCKEiMqUIoSIypQihIjac3l++2338yMGTPM4sWLTbNmzUydOnW8PYpS3KQkUP/884+57LLLzMMPP+yVlFG9enXz5JNPmsaNG3slilKcpGTy3XPPPVaYunfvbn7++Wfzxx9/mDfeeMOsWrXKtGvXzjtKUYqXDW4oxfuclAceeMBsscUWZuTIkWajjTayZdtvv71dv/DCC1aotttuO/PXX3+ZcePGmbp165oNNtjA7oeFCxeaF1980ZYLaD3OnTlzppk7d67ZaqutzJZbbmn3cZ2nnnrK7LHHHuWu89JLL5nVq1ebGjVqeCVlx/KdXOOHH34wu+yyS7lzJk+ebNfuOXw3mnWbbbYxVapUCb1vTNspU6aUu2/ge6ZPn77m3lesWGFq1arl7VWKEky+TLnwwgtLqlatWrJs2TK7PX78eLs9b948uy306tXLlguLFi0q2XvvvUtKTcaSo48+uqS0Mtr9nA9h16GsY8eO3lZJybRp0+w1atasaa/DZ67L9QXO4ftduG6y71u5cmVJo0aNypVTVtp3tGXcc+3ate131q9f3+6HUkEtGTNmjLelFAtpe/nQVkOGDDHHHHOMGTt2rDnhhBPWaJaojBgxwpQKofnkk0/M888/b7799lur5bp16+YdkRy0TKdOnUyrVq2sxuA6XA9z9Morr/SOSh+usWDBAm+rjNGjR5uPP/7YzJkzx94z+/l+l+uvv95ceuml3pZSLKQtUH379jWDBg0ys2bNsuZRw4YNvT3Rufbaa21fDJMLMLn4zDoqr776qvn999/LCSHX6Ny5sxWuTHjkkUfMgw8+aLp27eqVlME9Q6kWtOsg+vXrZwVPKS7SFihaZZZSs8qceuqphq6YvwK3bdvW7LbbbmuW4cOHe3vWQqVr2rSp7dvQ/0LzCaLxnn76absG3PUuv/76q12ffvrp5b5r1KhR6wgm3+8ew/2FQb+p1JQ1w4YNM/Xq1fNKyyg1K+2aBgENxfL333/bMgGNfdJJJ3lbSrGQ8cDu//73P3PLLbfYz/7KToXs06fPmqV58+benjIQREwqtMl7771nzTRXGxx++OHWETBgwACz+eab26V9+/be3vL4v2vgwIHraAi+3z2Gc4L4999/rdC0adPGmpN+DjjgAHPfffeZoUOHWmFjmTp1qrdXKWq8vlQk6HS3aNHC21pLqdlnO+ilZqDdjuqU4PPgwYO9rTJKhavcMTB79mzbwX/uuedKli9fbveLU0IcC6X9MbstlGqYkoULF3pbqTklWrdubR0ROB/ccvf3SNmECRPsNvfjOiWU4iQlDXXyySdb9zCaRTrkpRXddOjQwfajzjzzTO/IaFSrVs1qkV9++cWaZ4xzTZw40du7liZNmpizzjrLHHvssWazzTbzSsvYd999TYMGDUzv3r3tvUGp4FlX+3nnnWe3U+Wtt96ypifaNwjMwR49elgtVipIXml5jjjiCGtWKsVFSgJFpWVQl7EkvFqYOphoOAFKtYipXbu2PU7GqGQt+LefeeYZs2TJEnse/af7778/tIK6ILzutRhLYvpTy5YtrVmImYa3cNKkSd4R654DYdv0mxBUP7IfDx5g8gnsc69H33Lp0qXellIspB2XT7QKA7thLXlUcHdzja233torSQ/uh/uK454UJR000KWixEjGXj5FUdaiAqUoMaICpSgxogKlKDGiAqUoMaICpSgxogKlKDGiAqUoMaICpSgxogKVQ5gIvMkmm5j11ltPlwJceDaZvhSqU49yCA/sgw8+MHvuuadXohQSn3/+uZ0U7X9ZNBVUoHIIraD+3YVNps9ITT5FiREVKEWJERUoRYkR7UPlkDD7nNiEX3zxhf3Mq/tEz43Kjz/+aI/H4aFkTqZ9KBWoHOJ/WERXuuCCC8yHH37olZRRv359Gw7A/4q+C54ozp0/f74544wzbBIHJXPUKVGBIa4fwnTIIYfYoJosfKaMfWHMmzfPxsxAmJTColILlAShFMhrxXYqkWmzxU8//WSmTZtmIyPdfvvta4Jvymf2cYyfRx991HTp0sV+vuaaa+xaKRwqpUAxQEeYZFp5orcSmPKhhx4yhx56qA2sycCqRJzNF++++65dSxRaFymTY1wwBfltRIzCNFQKi0onUCQPOPHEE23eKnJZEaOPwP433nijefvtt22EJWKhv/LKK94ZwRCXT7RGKosbSjoKhE/zE1QmkN6H71AnRGFS6QSKYJl00iUBAZk4AE1FaDEcAeSOIhBlIgjq+frrr6e8EAQ0CoSdToZ4/lyIO6gULpVOoIgWe8UVV3hbxmolwNwDosLS6U+WeocItTvvvHPKi8YDLG4qnUCRYdGt1ES5JWosiQcKiSiahjEppWJRKZ0SLu+//77tvLtCRnTZZJCahxQ5qS5Rc1JtuOGGdi25ply+/vpru5ZjlIpDpRvYJUUNzgjinW+88cY2wQCZBCXlzldffWWTGuC0SISEdU4Vwkn7ExoI7qAhfaijjjrKho1+/PHHyw3iklsKlzm5hBNpss8++8z2F3VgNz50YNcHlRMTD08Zn0FaejyAl19+uenVq5fdTkS6fagwYfIjua7wOtLvI3E3C1lGKGOfCNPgwYNNs2bN7FopbCqdQKGR9tprL3PVVVeZ5cuX2zXZDDHHWrRoYZO7kRe4EOjZs6fVLp9++qnN6MHCZ8rYJ4SZfommJin5oVLO5fNn82CGBEu+s3IkMieY5Ao1a9a0ayU/ZGry6eTYHJLpw1Kyj/ahFKWAUIFSlBhRgVKUGFGByiGMizETXilMeDY8o4zAKaHkhlGjRpWUPjB6vLoU4MKz4Rllgnr5FCVG1ORTlBhRgVKUGFGBUpQYUYFSlBhRp0QOIeISr1ysXr3aK1EKifXXX99OrOatgXRRgcohL7/8sqlbt27mYx1KVli5cqUN6HPkkUd6JalT8Cbf4sWL7Qt36TJmzBhzxx13eFv5Bc2kwlS48GwytR7yJlCMShMlldfTiZkXBMLUpEkT07t3b68kdc4++2zz5ptv2neNFCXb5EWgCDJ52GGH2fh5VapUMV27dvX2lIf9vNrduHFjryQ9xo0bZ18yjBrvQVHSJS8CNWzYMBtsksCQ2Kw77LCDt2ctREglgEmYsKUCLxWi5bgWr8ErSrbIi1OiZcuW1uRDYHi7lhh5/lgMhEs+99xzY4vfjSBtu+22tj/FdfMBIc32339/b2stvE1M8BioXbu2DYUWBTmPKLKcF9Y/W7VqlVm6dKltvHCKVK9ePWFEpSVLlpjvvvvOXrdWrVrWivBDeAEWP8TzqFGjhrdV1tHnPoPgefjheALU8Lu416Bjssk777xjWrdu7W2lTl4ECgGi7xQWeWj69Ok2NsTMmTNtEuG4IHos0YYIhpIP/AJFRSfmhUS3FfbZZx9z2223hVZ6TOa+ffuucx7RcLt3717uPH7rkCFD7HcJ7CcwzPHHH++VlPH999+b6667zixatMgrKYN+bJ8+fcpdl/MXLlzobZUH60Jcz9znrFmz7Gc/NJYSgBTIPkJ/2nUMVKtWzfTv3z9nib4rnECRBb158+bmnHPOCY3iQ7+JYPjSaochmTXk4UnsiLBQXminG264wbbA+Ygt4RcoqWwHHnigdZ4AXkkpoxIHIZX5uOOOsyGj0T5UYgSMCipanSi5/N4dd9zRJkkgcCbhncnwwfnsI5ECIHCdOnUyK1assMcSZYkyrvvaa6+Vuy4QnYn/2C+UaDX6xwICynfyvP3gnhYhnTp1qhkwYIDVbnw/3QAaVvq+m266qf1fqlatao/NJpkKVM76UMTFIywWwgSjR4+226h1P2SdYIAtjHSza1BJgIqWb9ACCA5x1hEc1u5n9vk1BXDvCANDCZdccok1idBod955p+2TUjH//PNPe6xoBhIlcAyVlzXbIPsBcxATjtjsrVq1smYepufVV19t7+e9997zjiyDe6OcCFLu4goTYNLTwPmPY3E13mOPPWbXAwcONA0bNrS/q2PHjvZ+uK9nn33W7i90ciZQVH7MLYJOAg+ebR6kHyoMdn4QmWTXkHjmEpk1EdnOvoGmBn8FBCmTY1ykLCi0dKNGjex6wYIFdp1Khg60QFRE0CWqVCJo2Nw+VRjcM/+f30El2iKonhQiOffySc6jRLmNiNgaFtc7k+wa0h9j+k8ysp19Q5Df4RJUJojZE6S9xEkgxxCZFqS/hTnMGq0Dsh/Q6oRZI6EbJh7H8h2c+80339gxQ0E0II0XnlNMRUzAsWPHluurAalLaQSxHDiOhT4dzgc/QYKXa6dEpuRcoIg1zsNLtw8TV3aNZKQbOTbq75JKmYigPqRUbExmt/LSCCHQJLCmpQfWp512mu1rEjGXysyaPuQpp5yyjrlNf4f5bJhdIiSYhVyH/13AAwgMmONZ5Dr8X1gMhMKW+5I+7ty5c62wc9xOO+1krQoCj4pZHuW/kO8sdHIqUPwpxAyn/5MuFSW7RrbAJEIYMIvRypi6tP5UfklkLWD2MqiNp+z888+343+s0QRoItcspnLjdEAYcHbQ56U/R38Gc+ymm27yjjS2f9utWzczaNAg6+BgjG/o0KFrnCU4MgCzneP69etn93Mcx3MtBOzmm2+2x1UmcipQok1wwybDbzqEkUp2DWnlomivbGffiOKxYmwpCDyCuNUxi+lbEL4ZVzOeQdcNPXLkSKux0BwdOnSwpjBrPGaUDx8+3DvS2GOo5AgSzg4EieuxjQNh9uzZNlk2EN2Wsjp16thtAScCGk4cGPxGjvM/b2a+4Hn86KOP7HaU/4LxsIpATgVK/kDxtoWx6667hkYHwqTAO8jMbdyqaLyDDz7Y21tmJoVNphUTg+snA9OKypTq4vY1EiEeLuYr+hHBd71gfmhEaO3ROphdCAgmm8uyZcus0PmvwzblOG8ESauz33772bWL9HflXvnfWYKgYfvvv//sZwQrrIHxT0RFEDFF/YjZiBVSEcipQIlDQsY+wuABiqfKTybZNaIKNKTbhwoa/wqC8SgqEQOvfm2MB5R9QbMq/GBOoVlwHvgFB1OPMSD/9dmm3PUCikNAtJALfVIQTcIALOYaTgkX+q+YnWLS89vuvvtuM2PGDLstcB6eVunrQb169ewz9zekmPQQxaopBDa4gdG9HIHrHFV/8cUXeyXB4FWaOHGi7Rv4WyZ5uLjNqRDMqBgxYoQVVswg3PLt2rWzx/jBxGFaS5R0Ntngyy+/XOMWpiXHNMVknTNnjnVbU8nol9AqkwletB2/D+1DZXUnClM+bdo0a2q5HjsBTYFTgb4SZhrfidudmfdoA87DtAMaA8Z68PAx1o/HD02JBqTMfW4IFv8/18WripWAJqLvRGxwZn+gMfmtlKPNGDCmwaOxYMyMz/T3xFqggcTq4PfQMOBlJEE3C9fimjQy2YakDbvvvru3lTo5mynBw8HLk2iGhCDH0qEOEg5aOCpHqtk1cJszrpGv96OC5vIhFCSHE/OHSsM4m+tVo8+DEwEBkHJmR5A4DkHhGmGgJWhIqPQC5tZFF11khdaFqUc4OcTkBO7noIMOsg4LVwNS8e+9995yZiMChKbEkyfQx7v11lvLufkREBpL/1sENIoc616TgWicI5l6baNS0FOPaIWYRoTpgZlHZ5pWKJnJB3iwqASTJ0/2SjIDc4QKhF0f1tnPNkECJUiFy9a4C2YhCzMggia7umASIrD+ia5B0JAxpoT3NWxyLqTy/VGvmQ0KWqCeeOIJK0SMOzHDnBYoWSpOAecCI/+YC3FMkEVAaUHzmQUwkUAphUFBz+VjvIJWDrWNLcxYRFTQIphmmCaZgmDT4cUrpijZJKsChWbBwUDnc/78+SlrGt5borXI5PV1vEZ4wuhLJOpfKUoc5MwpkQk4IcQ7lirY4+SijerOziZq8hU+Feb1jUxIV5iAjm0hCBPgMQuaFKoUBjybTF3zFUJDVRYYX9JAl4ULwqSBLhWlgKgQJp+iVBRUoBQlRlSgFCVGtA+VQ9QpUdioU6KCodk3Chvc5kzmrdDZN3gTlKUYQDOpMBUuPJtMrYe8CxTxCwgkEkZlSmejVH5yIlDMp+NlOd7EdVPXMPucVzQk+KUfTWejVDSyLlDEcQhLXcOboBD2Bq+ms1EqGlkXqESpa3jXiVgCQS8c8jq1prMpe/EwaIkyJ5AXBTmWeH2s/bElwmBCMcdHgVfpg4KryDWCFvb5kXul0WOd6F757YQO4PX+oGvlk6x7+RKlriGOAK9cu7HkBF5KLJZ0NmFIAP0gEiUTgFSybrgQJ0LeG+MVdzeQih9eveddM5gyZYpdC4Q6IH5HEIQqIFCnQBAXfqf/Xnn2LVq08ErKIDrt+PHjyzkPeN+O8+Nw+BT8bHOCqiAcgHYSYaL/REtD0EY/aC4eRtu2bb2SzEFL4Q59zAtKXxEgKAvgtCFgpLskahR43f+uu+6yDRYBUchkwpptLAb2B4F5zkugUWZc00gSCyPsWGL7+e9Zwmu7QsKLn0RQQhgIEU1seNZsU+5Gv+IlVeIHEkSF38GxJDYgvDS/rxDIqkARYYfIO0F9IPpPtJRBwTcID0YAlmQvJDJQKnHbAPXPthuQxIVgI+ScqihmnwRLIRaGZKyQxQ2E4ieVrBsuvIgJyaLwoknQjgSIkahJfnAmufdL40noMjSrG4CGBg5tQ/g3hAMrgjXblLsN4KRJk2ykKyJDEbSTYxE+NF5YnMBckxWBIuBjstQ1xM4mQk4QaK/Kns4mChIBN9XALalk3RCItUcfl34m75AlApOQxqtnz56RAlBiRqJRmjZtuo6ZStRb7tdv2rFNOfsFBIxn7EZfAiyfTMeP4iIrAhUldQ1x3sIiuBZDOpsooGnxjNIXkswVNBjJ7j+VrBtAAyUNkhvKOQj+V54nIcz4vcmgcUSj8LzDhj/CQoT5y/lvydDoQsPJ80dLFQJZNfn4M0FC+UalmNLZJILGgdBbmDNodxZabALXBDUYAhU9atYNzDdi4aEFEdZESB8LE55rRoHnhfagkeS70W6uhzLMPBfCHBvAvXPP9DUlA2S+yapAZZq6Jgjs78qQzgYN26ZNm3UW1wwmowadeTQxrTvLhAkTbKBIWv2wNDAIW9SsG3jyiJaK+eY3pfxIH4sorlFxnRP0Yek7U+Z69NIB4UaIRFCTadZckTWBokNN65NJ6pogKks6GzxVVDD/4rrVSYJAh96t6Hi/cOvS6uPiDSJq1g0aH8Z90GiEieYzi+Slwp3NNpVf+lhYGzg15FhJIMBnNLQf1zmBNkGDIwRy78nifQSZcggT3Qk0Lo1OoWgnyNo4lAS5JHR6jx49vNJo4MDgD8O5kQxcwWhBN4AmJmNQukoJ8Rzlnqgg7jSpqNC3oPIEkco4FFqDRGUNGjSw3jQXKjf9CSpokGmLpsMBIF49F7Qck5EZN3LHkRKBFkMYo0xi5rqYdPTb6Af7tR7aEbNP7h2LA8HABe+HYRN/qGm/MEU1PaOS6ThUYh2fAalkuvCTLJ0NLS8PgNYaLehPZ0OlDopQy8OAqOls3L5GVKLknY0C/R8yVzAw7k9TIy7isGEFN+uGW6HZdrNu0OC1b9/efnZBYBEMTDwCjmIqcg9BsxIwPRF8BFwGVtFUjIORL4v+ros/kwfRgUlSwEC0G2sdwUMLS95gcIUJMy9uYYqDrJl84pCIEsfcTzGks0kG/xueMRoGvKZiZnXp0sX+N4zniDudWQloJfnP8IKSG4rBX85jKg9rtimXmRL8b1zDv8hvQMNIbHOEJehYMb/5LO52NA/eSWY0oI3EYdO/f3/7G/hdUi8QOgaHCZFNQ8l9skZQKWc/0BiIMNFg0OCggd0FrZ5vsmby0bJhr4tgpQLTgzDL+PP8nXy0D54uHjYPhv4B8/6YgIv3jspHfyEIJtrS8oZpv2yT6tQjTCcqIeluBIQAgXAHR/lMv8SdKpRK1g0/ku0j2dQjwImCEPinHqFNSP0pGgkQEPqJODVEmwFZP9CACL6AgHK+DGAjQEFT1FyYqpSpcyJTky8rAiV9lSipa4KQ84shnU0UaJ2jZsPwk0rWi2whgoKQJKIQ7rVgBApzK93UNUEUWzobpTDIVKBi60MxARPbFyFiJB3vVLrCBGQjZN4d8wHjgOt17tw5b8KkFAexCVQmqWuC0HQ2SkUkNoGif5JJ6pog8EqhfjWdjVJRyJqXL04qSzobDSNW2OBVZTZIJmHEKoRAVRZw/Wqgy8IFt74GulSUAiJrMyUUpRhRgVKUGFGBUpQYUYFSlBhRgVKUGFGBUpQYUYFSlBhRgVKUGFGBUpQYUYFSlBhRgVKUGFGBUpQYUYFSlBhRgVKUGFGBUpQYUYFSlNgw5v/cUh7sRy0w4wAAAABJRU5ErkJggg==)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

4.Висновок:

За результатами виконання даної роботи можна зробити висновок, що програмування на Java вимагає від програмістів доброго розуміння концепцій об'єктно-орієнтованого програмування та патернів проектування. Використання патернів дозволяє створювати гнучкі та розширювані програми, які легко змінювати та модифікувати у випадку потреби.

Також було добре виконано роботу зі змінними та функціями, які є ключовими концепціями в багатьох наукових та технічних обчисленнях. Використання об'єктно-орієнтованого підходу дозволило легко створювати та маніпулювати об'єктами, що представляють змінні та функції.

Також було показано використання різних патернів проектування, таких як фабричний метод, декоратор та стратегія. Вони дозволяють створювати гнучкі та розширювані програми, які можна легко модифікувати та розширювати у випадку потреби.

5.Мої питання:

1.

**Як можна застосувати патерни проектування для оптимізації швидкості та ефективності виконання коду?**

Патерни проектування можуть бути застосовані для оптимізації швидкості та ефективності виконання коду шляхом використання підходів, які дозволяють створювати гнучкі та легкі для розширення системи.

Наприклад, патерн "Стратегія" може бути застосований для оптимізації алгоритмів, дозволяючи замінювати різні стратегії обчислення на льоту. Патерн "Команда" може допомогти оптимізувати швидкість виконання коду, зберігаючи його у вигляді команд, які можна виконувати асинхронно. Патерн "Декоратор" може бути використаний для динамічного додавання функціональності до об'єктів, що дозволяє досягти більшої ефективності коду та зменшити його складність.

Крім того, патерни проектування можуть допомогти уникнути дублювання коду та розширити функціональність за допомогою розробки систем, які є легкими для розширення та підтримки.

2.

**Як можна застосувати патерни проектування для забезпечення безпеки та стабільності програмного забезпечення?**

Існує кілька патернів проектування, які можна використовувати для забезпечення безпеки та стабільності програмного забезпечення. Ось кілька прикладів:

1. Патерн "Singleton" можна використовувати для забезпечення безпеки даних ініціалізації об'єктів, тому що цей патерн дозволяє гарантувати, що лише один екземпляр класу буде створений і використовуваний в програмі. Це зменшує ризик витоку даних та забезпечує стабільність роботи програми.
2. Патерн "Decorator" можна використовувати для забезпечення безпеки при обробці даних. Цей патерн дозволяє додавати додаткову функціональність до об'єктів, не змінюючи їх основний функціонал. Це зменшує ризик помилок при обробці даних та забезпечує стабільність роботи програми.
3. Патерн "Observer" можна використовувати для забезпечення безпеки при сповіщенні про зміни. Цей патерн дозволяє створювати залежності між об'єктами, так що коли стан одного об'єкта змінюється, інші об'єкти, які на нього підписалися, автоматично отримують сповіщення про зміни. Це зменшує ризик втрати даних та забезпечує стабільність роботи програми.

Ці патерни проектування є лише деякими прикладами того, як можна використовувати патерни для забезпечення безпеки та стабільності програмного забезпечення. Однак, використання патернів проектування не гарантує 100% безпеки та стабільності програмного забезпечення

6.Додаток:

package edu.mde.lab2;  
  
public class Abs implements Function {  
 private final Function arg;  
 public Abs(Function arg) {  
 this.arg = arg;  
 }  
  
 @Override  
 public double calculate(double x) {  
 return Math.*abs*(arg.calculate(x));  
 }  
  
 @Override  
 public Function derivative() {  
 return new Product(arg.derivative(), new Sign(arg));  
 }  
}

package edu.mde.lab2;  
  
import java.util.ArrayList;  
  
  
  
public abstract class Composite {  
 private final ArrayList<Function> terms = new ArrayList<>();  
  
 public Composite() {  
 }  
  
 public Composite(Function... terms) {  
 for (Function term : terms) {  
 this.terms.add(term);  
 }  
 }  
  
 public Composite(ArrayList<Function> terms) {  
 this.terms.addAll(terms);  
 }  
  
 public ArrayList<Function> terms() {  
 return terms;  
 }  
  
 public void add(Function function) {  
 terms.add(function);  
 }  
}

public class Const implements Function {  
 private final double value;  
  
 public Const(double value) {  
 this.value = value;  
 }  
  
 @Override  
 public double calculate(double x) {  
 return value;  
 }  
  
 @Override  
 public Function derivative() {  
 return new Const(0);  
 }  
}

package edu.mde.lab2;  
  
  
public class Cos implements Function {  
 private final Function arg;  
  
 public Cos(Function arg) {  
 this.arg = arg;  
 }  
  
 @Override  
 public double calculate(double x) {  
 return Math.*cos*(arg.calculate(x));  
 }  
  
 @Override  
 public Function derivative() {  
 return new Product(  
 new Negation(new Sin(arg)),  
 arg.derivative()  
 );  
 }  
}

package edu.mde.lab2;  
  
public class Difference implements Function {  
 private final Function left;  
 private final Function right;  
  
 public Difference(Function left, Function right) {  
 this.left = left;  
 this.right = right;  
 }  
  
 @Override  
 public double calculate(double x) {  
 return left.calculate(x) - right.calculate(x);  
 }  
  
 @Override  
 public Function derivative() {  
 return new Difference(left.derivative(), right.derivative());  
 }  
}

package edu.mde.lab2;  
  
// Деление  
public class Fraction implements Function {  
 private final Function numerator;  
 private final Function denominator;  
  
 public Fraction(Function numerator, Function denominator) {  
 this.numerator = numerator;  
 this.denominator = denominator;  
 }  
  
 @Override  
 public double calculate(double x) {  
 return numerator.calculate(x) / denominator.calculate(x);  
 }  
  
 @Override  
 public Function derivative() {  
 return new Fraction(  
 new Difference(  
 new Product(numerator.derivative(), denominator),  
 new Product(numerator, denominator.derivative())  
 ),  
 new Power(denominator, new Const(2))  
 );  
 }  
  
}

package edu.mde.lab2;  
  
public interface Function {  
 double calculate(double x);  
 Function derivative();  
}

package edu.mde.lab2;  
  
public class Ln implements Function {  
 private final Function arg;  
  
 public Ln(Function arg) {  
 this.arg = arg;  
 }  
  
 @Override  
 public double calculate(double x) {  
 return Math.*log*(arg.calculate(x));  
 }  
  
 @Override  
 public Function derivative() {  
 return new Fraction(arg.derivative(), arg);  
 }  
}

package edu.mde.lab2;  
  
  
public class Main {  
 public static void main(String[] args) {  
 // ф-ция f1(x)= 2\*cos(x)^3-|-3\*tg√x|  
 Function f1 = new Difference(  
 new Product(  
 new Const(2),  
 new Power(  
 new Cos(new Variable("x")),  
 new Const(3)  
 )  
 ),  
 new Abs(  
 new Negation(  
 new Product(  
 new Const(3),  
 new Tan(  
 new Power(  
 new Variable("x"),  
 new Const(0.5)  
 )  
 )  
 )  
 )  
 )  
 );  
  
 double x = 0.1;  
 System.*out*.println("f1(" + x + ") = " + f1.calculate(x));  
 System.*out*.println("f1'(" + x + ") = " + f1.derivative().calculate(x));  
  
 // f2(x)=2\*x/(ln((x+3)^3))^2  
 Function f2 = new Fraction(  
 new Product(  
 new Const(2),  
 new Variable("x")  
 ),  
 new Power(  
 new Ln(  
 new Power(  
 new Sum(  
 new Variable("x"),  
 new Const(3)  
 ),  
 new Const(3)  
 )  
 ),  
 new Const(2)  
 )  
 );  
 System.*out*.println("f2(" + x + ") = " + f2.calculate(x));  
 System.*out*.println("f2'(" + x + ") = " + f2.derivative().calculate(x));  
 }  
}

package edu.mde.lab2;  
  
public class Negation implements Function {  
 private final Function arg;  
  
 public Negation(Function arg) {  
 this.arg = arg;  
 }  
  
 @Override  
 public double calculate(double x) {  
 return -arg.calculate(x);  
 }  
  
 @Override  
 public Function derivative() {  
 return new Negation(arg.derivative());  
 }  
}

package edu.mde.lab2;  
  
public class Power implements Function {  
 private final Function base;  
 private final Function exponent;  
  
 public Power(Function base, Function exponent) {  
 this.base = base;  
 this.exponent = exponent;  
 }  
  
 @Override  
 public double calculate(double x) {  
 return Math.*pow*(base.calculate(x), exponent.calculate(x));  
 }  
  
 @Override  
 public Function derivative() {  
 return new Product(  
 exponent,  
 new Power(base, new Difference(exponent, new Const(1))),  
 base.derivative()  
 );  
 }  
}

package edu.mde.lab2;  
  
import java.util.ArrayList;  
  
public class Product extends Composite implements Function {  
 public Product() {  
 super();  
 }  
  
 public Product(Function... terms) {  
 super(terms);  
 }  
  
 public Product(ArrayList<Function> terms) {  
 super(terms);  
 }  
  
 @Override  
 public double calculate(double x) {  
 double result = 1.0;  
 for (Function function : terms()) {  
 result \*= function.calculate(x);  
 }  
 return result;  
 }  
  
 @Override  
 public Function derivative() {  
 final int size = terms().size();  
 ArrayList<Function> sumTerms = new ArrayList<>(size);  
 ArrayList<Function> productTerms = new ArrayList<>(size);  
 for (int i = 0; i < size; i++) {  
 for (int j = 0; j < size; j++) {  
 Function function = terms().get(j);  
 productTerms.add(j == i ? function.derivative() : function);  
 }  
 sumTerms.add(new Product(productTerms));  
 productTerms.clear();  
 }  
 return new Sum(sumTerms);  
 }  
}

package edu.mde.lab2;  
  
public class Sign implements Function {  
 private final Function arg;  
  
 public Sign(Function arg) {  
 this.arg = arg;  
 }  
  
 @Override  
 public double calculate(double x) {  
 double argValue = arg.calculate(x);  
 if (argValue > 0) {  
 return 1;  
 } else if (argValue < 0) {  
 return -1;  
 } else {  
 return 0;  
 }  
 }  
  
 @Override  
 public Function derivative() {  
 return new Const(0);  
 }  
}

package edu.mde.lab2;  
  
public class Sin implements Function {  
 private final Function arg;  
  
 public Sin(Function arg) {  
 this.arg = arg;  
 }  
  
 @Override  
 public double calculate(double x) {  
 return Math.*sin*(arg.calculate(x));  
 }  
  
 @Override  
 public Function derivative() {  
 return new Product(  
 arg.derivative(),  
 new Cos(arg)  
 );  
 }  
}

package edu.mde.lab2;  
import java.util.ArrayList;  
public class Sum extends Composite implements Function {  
 public Sum() {  
 super();  
 }  
  
 public Sum(Function... terms) {  
 super(terms);  
 }  
  
 public Sum(ArrayList<Function> terms) {  
 super(terms);  
 }  
  
 @Override  
 public double calculate(double x) {  
 double result = 0.0;  
 for (Function function : terms()) {  
 result += function.calculate(x);  
 }  
 return result;  
 }  
  
 @Override  
 public Function derivative() {  
 final int size = terms().size();  
 ArrayList<Function> derivatives = new ArrayList<>(size);  
 for (Function function : terms()) {  
 derivatives.add(function.derivative());  
 }  
 return new Sum(derivatives);  
 }  
}

package edu.mde.lab2;  
  
public class Tan implements Function {  
 private final Function arg;  
 public Tan(Function arg) {  
 this.arg = arg;  
 }  
  
 @Override  
 public double calculate(double x) {  
 return Math.*tan*(arg.calculate(x));  
 }  
  
 @Override  
 public Function derivative() {  
 return new Fraction(arg.derivative(), new Power(new Cos(arg), new Const(2)));  
 }  
}

package edu.mde.lab2;  
  
public class Variable implements Function {  
 private final String name;  
  
 public Variable(String name) {  
 this.name = name;  
 }  
  
 @Override  
 public double calculate(double x) {  
 return x;  
 }  
  
 @Override  
 public Function derivative() {  
 return new Const(1);  
 }  
}